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Abstract—The emergence of mobile crowdsensing (MCS) has
provided us with unprecedented opportunities for both sens-
ing coverage and data transmission. However, in many MCS
applications, the MCS workers are usually required to report
the location information of the assigned tasks, which inevitably
reveals the workers’ location information, even trajectories, and
severely impedes the popularization of the MCS system. It is
believed that the query on the most-frequent location, e.g., query-
ing the most congested location over a period in a city, is one
of the most popular statistics queries in the MCS system, but it
may disclose workers’ location information. To address the issue,
in this article, we propose a location privacy-preserving scheme
for outsourced most-frequent item query in the MCS system,
where two noncollusive semi-trusted cloud servers cooperatively
handle the most-frequent item query. Specifically, by employing
our pseudonymization mechanism, transposition cipher, cipher-
text packing technique, and order-preserving merge function,
our proposed scheme can efficiently answer the most-frequent
item query while ensuring the privacy of both workers’ per-
sonal information and query results. Detailed security analysis
shows that our proposed scheme is privacy-preserving. In addi-
tion, extensive experiments are conducted, and the results show
that our proposed scheme outperforms alternative schemes in
terms of computational costs and communication overhead.

Index Terms—Location privacy, mobile crowdsensing (MCS),
most-frequent item query, privacy preserving.

I. INTRODUCTION

W ITH the proliferation of mobile devices and wire-
less networks, the paradigm of mobile crowdsensing

(MCS), which employs workers to sense physical data, has
recently received considerable attention in both industry and
academia [1]–[4]. In the past years, plenty of efforts have been
devoted to developing various real-world MCS applications,
such as noise pollution assessment [5], water levels moni-
toring [6], and traffic information sharing [7]. Within most
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TABLE I
Congestion DATA SET EXAMPLE

of the MCS applications, abundant location data will be col-
lected and further utilized for various location-based services.
Among these location-based services, the most-frequent item
query service over location data is very common, e.g., find-
ing the most congested location in a city (hereafter, we will
use “the most-frequent item” and “the most-frequent loca-
tion” interchangeably). Specifically, given a set of location data
{l1, l2, . . . , ln}, in which li has a frequency freq(li), a most-
frequent location query is to find a location lmax that has the
largest frequency, i.e., freq(lmax) ≥ freq(li), for i = 1, . . . , n.
To clearly present the most-frequent location query in the MCS
system, an example is given as follows.

Example 1: Suppose the MCS platform accumulates a traffic
congestion information data set from workers, and each data
record includes an id (worker’s identity information), an event
type, a location, and a timestamp. Here, we list a few tuples
of the data set in Table I.

In the table, wi (i = 1, 2, 3) indicates the worker’s identity
and is used to trace a worker for incentives. An authorized
query user would like to know which location is the most
congested in a time window, so as to plan his/her route in
advance. In order to obtain the most frequent location, the
query user can launch an SQL query

SELECT location, count(*) AS count

FROM congestion

WHERE 1593610000<timeStamp<1593650000

GROUP BY location ORDER BY count DESC LIMIT 1.

Then, the MCS platform processes the query and returns the
most-frequent location (46.11, −73.1) and the corresponding
frequency value: 2.

Meanwhile, due to the rapid increase in the data volume,
the MCS system tends to outsource the collected data and the
corresponding most-frequent item query service to a cloud for
the performance and cost considerations. However, the cloud
is not fully trusted, and the leakage of the location data may
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incur a series of attacks, such as inferring movements, daily
behaviors, and most likely appeared locations of a person,
which can seriously threaten personal privacy even safety [8].
In the MCS system, to preserve location privacy over the
cloud, privacy-preserving techniques are commonly involved
in protecting the location data before reporting them, such
as the clocking technique, adding dummy points, and the
differential privacy technique [9]. However, the existing tech-
niques, which can be used in our query scenario, sacrifice
accuracy to protect the location privacy [10]. Therefore, it is
still challenging to achieve the accurate query result for the
most-frequent location query over the cloud while ensuring
the privacy of the workers’ location data {li}ni=1 and the query
result (lmax, freq(lmax)).

Aiming at the above challenge, in this article, we propose a
privacy-preserving most-frequent location query scheme that
can support the accurate query result. In our scheme, the cloud
collects location data encrypted by the workers and conducts
queries while preserving the privacy of the workers’ location
information and the query results. To prevent the cloud from
linking the encrypted location data and further obtaining the
query result over them directly, we employ the semantic-secure
encryption to encrypt the location data, which undoubtedly
creates difficulties for the cloud to answer the query. To tackle
them, we design the privacy-preserving most-frequent loca-
tion query scheme in a two-server setting [11]. In addition,
our scheme protects the workers’ real identities by a novel
pseudonymization technique that can guarantee the unlinkable
identities for one worker in different periods. Specifically, the
main contributions of this work are threefold.

1) We propose a privacy-preserving scheme to answer the
most-frequent location query in the MCS system, which
can protect the workers’ personal information and query
results. In the scheme, we adopt the Paillier cryptosys-
tem to encrypt the sensed location data and design a
new pseudonymization mechanism to hide the workers’
identities while ensuring the traceability. To preserve
the privacy of query results, we utilize the transposition
cipher [12] to protect the locations’ frequency values
and the self-blinding property of the Paillier cryptosys-
tem to break the link between Paillier ciphertexts. To
the best of our knowledge, we are the first to consider
the privacy-preserving most-frequent location query over
encrypted data and achieve the privacy in both the
workers’ personal information and query results.

2) We employ optimization techniques to improve the effi-
ciency of the proposed scheme. In particular, we first
introduce a ciphertext packing technique to reduce the
computational and communication costs by compressing
several ciphertexts into one. Besides, to further optimize
our scheme, we propose an order-preserving merge func-
tion that can improve the efficiency of our scheme by
merging two transferred data into one while maintaining
the order relation on the first transferred data.

3) Finally, we conduct extensive experiments to evaluate
the performance of the proposed scheme, and the results
show that it outperforms the baseline scheme in terms
of computational costs and communication overhead.

Fig. 1. System model under consideration.

The remainder of this article is organized as follows. In
Section II, we introduce our system model, security model, and
design goal. Then, we review our preliminaries in Section III.
After that, we present our privacy-preserving query scheme in
Section IV, followed security analysis and performance eval-
uation in Sections V and VI, respectively. Finally, we discuss
some related works in Section VII and draw our conclusion
in Section VIII.

II. MODELS AND DESIGN GOAL

In this section, we formalize the system model, security
model, and identify our design goal.

A. System Model

In our system model, we consider a typical cloud-based
MCS system to answer the most-frequent item query on
encrypted location data, which mainly consists of four types
of entities, namely, an MCS platform P , a set of workers
W = {w1, w2, w3 . . .}, the cloud CS = {S1, S2}, and a
query user U , as shown in Fig. 1.

MCS Platform P: In our system model, the MCS platform
P is responsible for the whole MCS system. The tasks of P
include managing the workers W = {w1, w2, w3 . . .} and the
query user U , initiating the MCS tasks to W , and supporting
the most-frequent item query from U . However, since P may
be not powerful in storage and computing, P tends to out-
source MCS data management and the query services to the
cloud CS.

Cloud CS = {S1, S2}: The MCS platform will employ
two cloud servers CS={S1, S2} from different cloud service
providers, which are considered as powerful in both storage
and computing. S1 stores the reported data from the work-
ers W while S2 is authorized with the private key. They will
cooperatively offer reliable most-frequent item query services
to the query user U .

Workers W = {w1, w2, w3 · · · }: We consider the mobile
users, who have registered in the MCS platform and participate
in the MCS tasks, as the workers in our system. For each
worker wi ∈W , once sensing an event, he/she will report the
event to the cloud CS in the following format:

〈wi,eventType,location,timeStamp〉
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where eventType, location, and timeStamp are,
respectively, denoted as the event’s type, location, and report-
ing time.

Query User U: In our system, the query user U may be a
data analyst, who has registered to the MCS platform and will
launch the most-frequent item query to the cloud for gaining
the desirable results, e.g., the most frequent location item and
its frequency in this work. Note that though our system model
just considers one query user U , it is natural to extend one to
multiple query users.

B. Security Model

In our security model, we consider the MCS platform P is
fully trusted, while the cloud CS is honest-but-curious, i.e., CS
will faithfully follow the protocols by: 1) storing the sensed
data from the workers W and 2) offering most-frequent item
query services to the query user U , but may be curious on the
sensitive personal information, including the workers’ iden-
tities and location, and the query results. For the cloud, we
assume there is no collusion between S1 and S2, as well as
no collusion between the cloud and other entities (the work-
ers and the query user), which is reasonable since the cloud
should maintain its reputation and interests. For the workers,
they are considered honest. That is, they will honestly process
the sensed data and report them to the cloud. However, since
the cloud is not fully trusted, before reporting the sensed event,
the real identity will be pseudonymized, and the location data
will be encrypted in the following format:

〈PIDi,eventType, Enc(location)timeStamp〉
where PIDi represents the pseudo-ID of the worker wi, and
Enc(·) indicates employing a semantically secure encryption
algorithm to encrypt the location data. For the query user, we
consider the authorized user to be honest, who will faithfully
follow the protocol to issue the most-frequent item query.

Note that external attackers may launch other active attacks,
e.g., Denial-of-Service (DoS) attacks, to the MCS system.
Since we focus on the privacy-preserving most-frequent item
query, those attacks are beyond the scope of this article and
will be discussed in our future work.

C. Design Goal

Under the aforementioned system model and security
model, our design goal is to present a privacy-preserving most-
frequent item query scheme for the MCS system. In particular,
the following objectives should be attained.

1) Privacy Preservation: The fundamental requirement of
the proposed scheme is the privacy preservation. On the
one hand, the worker’s personal information, including
the identity and location data, should be kept secret from
the cloud. On the other hand, our scheme guarantees
that the cloud has no idea about the query result, which
implies protecting the content of the query result, the
frequency values {freq(li)}ni=1, and the information about
which encrypted location is picked as the most frequent
one.

2) Efficiency: In order to achieve the above privacy require-
ments, it is inevitable to incur extra computational
costs, i.e., processing the most-frequent item query over
encrypted location will undoubtedly increase the compu-
tational costs compared with it doing over the plaintexts.
In addition, since our scheme is deployed in a two-server
setting, the communication overhead is another notable
cost. Therefore, in the proposed scheme, we also aim to
minimize the computational and communication costs of
querying the most-frequent item.

III. PRELIMINARIES

In this section, we briefly review the Paillier cryptosys-
tem and transposition cipher, which will serve as the building
blocks of our proposed scheme.

A. Paillier Cryptosystem

The Paillier cryptosystem [13] is a famous homomorphic
encryption scheme that allows performing operations over
the encrypted data and has been widely employed in var-
ious privacy-preserving computations [14]. Specifically, the
Paillier cryptosystem includes three algorithms, namely: 1)
key generation P.KeyGen(κ); 2) encryption P.Enc(pk, m);
and 3) decryption P.Dec(sk, c), as follows.

1) P.KeyGen(κ): Given a security parameter κ , e.g., κ =
512, choose two large prime numbers p = 2p′ + 1 and
q = 2q′ + 1, where |p| = |q| = κ , and p′ and q′ are also
two primes. Let n = pq, λ = lcm(p− 1, q− 1) = 2p′q′.
After randomly choosing a generator g ∈ Z

∗
n2 such that

gcd(L(gλ mod n2), n) = 1, μ = (L(gλ mod n2))−1 mod
n is calculated, where L(x) = (x− 1/n). The public key
is pk = (n, g), and the corresponding private key is sk =
(λ, μ).

2) P.Enc(pk, m): Given a message m ∈ Zn, choose a
random number r ∈ Z

∗
n, and the ciphertext c can be

calculated as c = P.Enc(pk, m) = gm · rn mod n2.
3) P.Dec(sk, c): Given the ciphertext c, with sk, the cor-

responding message m can be recovered as m =
P.Dec(sk, c) = L(cλ mod n2) · μ mod n.

The Paillier cryptosystem is proved as semantically
secure [13] and also enjoys the following three homomor-
phic properties. To save space, henceforth, P.Enc(pk, m) and
P.Dec(sk, c) are abbreviated as E(m) and D(m), respectively.

1) Addition: Given two ciphertexts E(m1) and E(m2), we
have E(m1) · E(m2)→ E(m1 + m2).

2) Multiplication: Given a ciphertext E(m1) and a plaintext
m2 ∈ Zn, we have E(m1)

m2 → E(m1 · m2).
3) Self-Blinding: Given a ciphertext E(m1) = gm1 · rn

1 mod
n2 and a random number r2 ∈ Z

∗
n, we have E(m1) ·

rn
2 mod n2 → E(m1) = gm1 · (r1r2)

n mod n2.

B. Transposition Cipher

As is known, the transposition cipher [12] is a classical
encryption technique achieved by rearranging the order of let-
ters according to the predetermined pattern. Given an n × m
matrix R, where n is the row size and m is the column size, the
transposition cipher, including key generation T.KeyGen(),
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encryption T.Enc(), and decryption T.Dec(), can be applied
on the matrix R as follows.

1) T.KeyGen(n, m): With the row size n and the column
size m, two vectors

vr = {r0, r1, . . . , rn−1|r0=0, r1=1, .., rn−1=n−1}
vc = {c0, c1, . . . , cm−1|c1=0, c1=1, .., cm−1=m−1}

are initialized. Then, the transposition keys can be
generated as two permuted vectors {P(vr), P(vc)} by
adopting the Durstenfeld version of the Fisher-Yates
algorithm [15], i.e.,

P(vr) =
{

swap
(
ri, rj

)| j
random←−−−− [0, i] for i=n−1 to 0

}

P(vc) =
{

swap
(
ci, cj

)| j
random←−−−− [0, i] for i=m−1 to 0

}
.

2) T.Enc(P(vr), P(vc), R): Given a matrix R, the transpo-
sition keys P(vr) and P(vc) can be applied to permute
the matrix on its rows and columns, respectively, and
then the encrypted matrix CR is generated.

3) T.Dec(P(vr), P(vc), CR): Given the encrypted matrix
CR, the corresponding matrix R can be recovered by
swapping the rows and columns in CR based on the map-
ping relations recorded in transposition keys: P(vr) and
P(vc).

Obviously, for the matrix-based transposition cipher, the
keyspace is n!×m!, As the shuffle algorithm [15] can guaran-
tee an unbiased permutation, i.e., every permutation is equally
likely, the adversary can infer the original matrix R only with
probability (1/[n!× m!]).

IV. OUR PROPOSED SCHEME

In this section, we present our privacy-preserving most-
frequent location query scheme. Before that, we would like to
introduce the order-preserving merge function, which serves
as an important component in our scheme.

A. Order-Preserving Merge Function

Suppose that there are two Paillier encrypted data sets E(x)
and E(y) with the same size

E(x) = {(E(x1), E(x2), . . . , E(xt))|xi ∈ Zn, 1 ≤ i ≤ t}
E(y) = {(E(y1), E(y2), . . . , E(yt))|yi ∈ Zn, 1 ≤ i ≤ t}.

The order-preserving merge function is defined as follows.
Definition 1 (Order-Preserving Merge Function): An order-

preserving merge function fop(·) can map E(xi) and E(yi) to
a new ciphertext E(zi) = fop(E(xi), E(yi)), which has three
properties.

1) zi preserves the order of xi, i.e., if xi > xj, zi > zj.
2) zi is probabilistic, i.e., if xi = xj and yi = yj, in general,

zi �= zj.
3) zi is reversible, i.e., (xi, yi) can be recovered from zi

where 1 ≤ i, j ≤ t.
We construct an order-preserving merge function fop by

E(zi) = fop(E(xi), E(yi)) = E(xi)
a · E(yi)

b · E(rci)

⇒ zi = a · xi + b · yi + rci (1)

where a and b are two integers, and rci is a random number.
Moreover, we guarantee that |a| > max(|yi|)+ |b|, and |b| >
|rci|, where | · | represents the bit length of an integer. Next,
we prove that the above construction satisfies Definition 1.

Theorem 1: The construction (1) can guarantee zi satisfies
all properties of the order-preserving merge function.

Proof: First, we assume that E(zi) = fop(E(xi), E(yi)),
E(zj) = fop(E(xj), E(yj)) and xi > xj.

1) zi Preserves the Order of xi: Based on the above
assumption, we have

zi − zj = a · (xi − xj
)+ b · (yi − yj

)+ (
rci − rcj

)

> a · (xi − xj)− (b · yi + rcj)
xi>xj−−−→

≥ a− (
b · yj + rcj

) |b|>|rcj|−−−−−→
> a− b · (yj + 1

) |a|>max(|yi|)+|b|−−−−−−−−−−→≥ 0.

Hence, zi preserves the order of xi.
2) zi is Probabilistic: It is evident that zi is probabilistic

due to the existence of the random number rci.
3) zi is Reversible: Given zi, a, and b, since a > b · yi+ rci,

we have vi = zi mod a = b ·yi+rci. Consequently, xi =
([zi − vi]/a) and yi = ([vi − (vi mod b)]/b). Hence, zi

is reversible.

B. Description of Our Proposed Scheme

In this section, we show the details of our proposed scheme,
which mainly consists of five phases: 1) system initialization;
2) data report from workers; 3) query request from query user;
4) query response at cloud; and 5) response recovery at query
user.

1) System Initialization: We consider the MCS platform P
is a trustable entity and will bootstrap the whole system. To
initialize the system, the MCS platform P needs to register
and authenticate the workers and query user to guarantee that
only the authenticated workers and query user can perform the
MCS tasks and the most-frequent location query, respectively.
The details of system initialization are described as follows.

1) Parameter Generation: Given the security parameters
(κ0, κ1), the MCS platform first chooses two random
numbers s0, s1 ∈ {0, 1}κ0 as the master secret keys and
uses κ1 to generate the Paillier public–private key pair
(pk, sk) = ((n, g), (λ, μ)) (see details in Section III-A).
After that, the MCS platform chooses a secure sym-
metric key encryption SE(), i.e., AES-128, and a
secure hash function H(), e.g., SHA-256. Finally, the
MCS platform sets and publishes the system parameters
{pk, SE(), H()} and securely assigns s1 to the server S1
as well as sk to the server S2.

2) Registration: Both the workers W and the query user
U need to register to the system. For a worker wi ∈
W with identity IDi, the MCS platform verifies the
authenticity of IDi and generates a set of pseudo-
IDs together with the corresponding secret keys, i.e.,
PIDi = {(PIDij, kij)|j = 1, 2, . . .} for wi, where each
PIDij = SE(IDi‖rj, s0) is generated by encrypting the
identity IDi and a random number rj using the master
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Algorithm 1 Compression
Input: An upper triangular matrix, Ru; the row or column size of

Ru, n.
Output: A compressed matrix, R;

1: (row, col) ← (n mod 2 == 0) ? (n− 1, n
2 ):( n−1

2 , n)
2: R ← new Matrix(row, col)
3: cnt← 0
4: for i = 0→ n− 1 do
5: for j = i+ 1→ n− 1 do
6: r← cnt mod row
7: c← cnt / row
8: R[r][c]← Ru[i][j]
9: cnt← cnt + 1

10: end for
11: end for
12: return R

key s0, and kij = H(PIDij, s1). Then, the MCS platform
authorizes wi with PIDi via a security channel. With
this setting, wi can change his/her pseudo-ID at a regu-
lar interval, e.g., 1 h, by selecting different pseudo-IDs
from PIDi. When necessary, the MCS platform can
still easily recover the real identity IDi from a given
pseudo-ID PIDij by decrypting it into IDi‖rj with s0.
In order to ensure that wi has different pseudo-IDs in
different periods, wi will remove the used (PIDij, kij)

from PIDi, and the MCS platform will regularly update
PIDi before it runs out. When the query user U with
identity IDu registers him/herself to the most-frequent
item query services provided by the MCS platform, the
platform will authenticate the user, and authorize the
private keys {ku=H(IDu, s1), sk} to him/her, so that the
latter can use the private keys to launch a query and
recover the query results from the cloud.

3) Task Generation: The MCS platform needs to initialize
a task that specifies the expected event and its format,
and then distributes the task to all registered workers and
the cloud. Since different location-based services usually
require different precision values of the location data,
the MCS platform also includes the precision require-
ment dp, i.e., the decimal places reserved for latitude
and longitude, in the task.

2) Data Report From Workers: Once a worker wi accepts
the task, he/she can choose a pair (PIDij, kij) from PIDi and
report the sensed event by the following specified format:

Rij =
〈
PIDij,eventType, E(li),timeStamp

〉

together with its hash value Hij = H(Rij, kij), i.e., Rij||Hij, to
the cloud server S1, where PIDij is one pseudo-ID in PIDi,
kij is the secret key corresponding to PIDij, and E(li) indi-
cates encrypting the encoded location data li with the Paillier
cryptosystem. Note that the encoded location data li should
be a positive integer. In our scheme, we adopt a simple
location encoding algorithm, called SLE, which is more effi-
cient than other existing techniques, such as the geohash [16]
and the Z-order curve technique [17]. Suppose there is a
location data, denoted as 〈lon,lat〉, with a precision dp

= 5, e.g., 〈−73.98134, 40.75864〉. The encoding algorithm
SLE(lon,lat) works as follows.

Algorithm 2 Ciphertext Packing
1: function packing(Rc, |ml|)
2: r ← getRowSize(Rc); c ← getColSize(Rc)
3: nc ← (c mod 2 == 0) ? c

2 : c+1
2

4: Rs ← new Matrix(r, nc)
5: for j = 0→ nc− 1 do
6: for i = 0→ r − 1 do
7: E(v1) ← Rc.get(i, j ∗ 2)
8: if Rc.get(i, j ∗ 2+ 1) == null then
9: res ← E(v1)

10: else
11: E(v2) ← Rc.get(i, j ∗ 2+ 1)
12: res ← E(v1)2|ml| · E(v2)
13: end if
14: Rs.set(i, j, res)
15: end for
16: end for
17: return Rs
18: end function
19:
20: function unpacking(Rs, |ml|, col)
21: r ← getRowSize(Rs); c ← getColSize(Rs)
22: Rc ← new Matrix(r, col)
23: for j = 0→ c− 1 do
24: for i = 0→ r − 1 do
25: v ← D(Rs.get(i, j))
26: if (2 ∗ j+ 1) > (col− 1) then
27: Rc.set(i, col− 1, v)
28: else
29: v1 ← v >> |ml|; v2 ← v & (2|ml| − 1)
30: Rc.set(i, 2 ∗ j, v1); Rc.set(i, 2 ∗ j+ 1, v2)
31: end if
32: end for
33: end for
34: return Rc
35: end function

Step-1: Convert lon and lat into the range of [0, 360]
and [0, 180], respectively. Denote the converted
data as 〈plon,plat〉, where plon = lon+180
and plat = lat+ 90.

Step 2: Lift 〈plon,plat〉 to positive integers. In the
example, as lon and lat are truncated to the
first five decimal places, it is easy to obtain
the positive integers by multiplying 105, so that
plon and plat, respectively, fall into the ranges
[0, 3.6× 107] and [0, 1.8× 107].

Step 3: Integrate these two positive integers, plon and
plat, to a big integer l, i.e., l = plon ·10(dp+3)+
plat.

Upon receiving the report Rij||Hij, the cloud server S1 first
uses the secret key s1 to compute kij = H(PIDij, s1), and then

checks whether Hij
?= H(Rij, kij). If yes, the report Rij will be

accepted, and rejected otherwise.

3) Query Request From Query User: Assume the query
user U launches the following most-frequent item query Q:
which location is the hottest for a specified event in a past time
window, and what is the corresponding frequency value? In
other words, the query user wants to query the most-frequent
location and its frequency value filtered by the event type and
the time stamp. An example of the SQL statement is shown as
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Algorithm 3 Decompression
Input: A compressed matrix, R; the row or column size of Ru, n;

the number of added dummy row, dr .
Output: An upper triangular matrix, Ru;

1: row ← getRows(R) - dr
2: Ru ← new Matrix(n, n)
3: for i = 0→ n− 1 do
4: for j = i→ n− 1 do
5: if i=j then
6: Ru[i][j]← E(1)
7: else if i < j then
8: cnt← i · n+ j
9: r← cnt mod row

10: c← cnt / row
11: Ru[i][j]← R[r][c]
12: end if
13: end for
14: end for
15: return Ru

follows, which queries the most “Traffic congestion” location

SELECT location, count(∗) AS count

FROM table

WHERE lowerBound < timeStamp < upperBound

AND eventType = “Traffic congestion′′

GROUPBYlocationORDERBYcountDESCLIMIT1.

The query user U will send the following query request:

IDu‖Q‖H(IDu||Q, ku)

to the cloud server S1. Upon receiving the query request
IDu||Q||H(IDu||Q, ku), the cloud server S1 first uses the secret
key s1 to compute the key ku = H(IDu, s1), and then checks
whether the received H(IDu||Q, ku) is correct. If yes, the query
request will be further processed, and rejected otherwise.

4) Query Response at Cloud: In order to achieve the pri-
vacy preservation in responding to the query Q, the cloud
servers S1 and S2 will cooperatively provide the most-frequent
location query services by running the following steps.

Step-1: Since S1 receives and stores all reported data, the
server will launch the query response by filtering
the stored data and forming an encrypted loca-
tion set E(L) = {E(l1), E(l2), . . . , E(ln)}, where
E(li) (1 ≤ i ≤ n and n > 1) indicates that
the encoded location data li is encrypted by the
Paillier cryptosystem. Fig. 2 shows an example
of how to respond to the query Q over E(L) =
{E(1), E(2), E(6), E(6), E(8)}.

Step-2: Based on the set E(L), S1 first generates an n× n
matrix Ru, which is an upper triangular matrix
without the leading diagonal. In Ru, each ele-
ment Rij

u in the ith row and jth column is a test
pair and is computed as Rij

u = E(rij(li − lj)) =
([E(li)]/[E(lj)])rij where rij ∈ {0, 1}α (α � κ1)
is a random number. In Fig. 2, we denote the
element in Ru as Elilj and ignore those elements
i ≥ j for simplicity. Then, S1 compresses Ru

into a new (n − 1) × (n/2) or (n− 1/2) × n

matrix by rearranging the valid elements in Ru

[see the detailed compression in Algorithm 1 and
an example of the compressed matrix, i.e., the
matrix (b), in Fig. 2]. Next, S1 adds dummy data
into the compressed matrix, and the strategy is
as follows.

a) Add at least one row and one column of
dummy data to the compressed matrix.

b) Each dummy data are randomly generated by
encrypting 0 or r, where r ∈ [ − η, η] is a
random number, and η ∈ {0, 1}α .

c) Guarantee that there are at least one E(0) and
one E(r) in the dummy data.

We denote the newly formed matrix as Rc. After
adding dummy data, S1 applies the transposition
cipher on the matrix Rc to further enhance the
privacy of our scheme. Specifically, S1 generates
two transposition keys, P(vr) and P(vc), and uses
them to permute Rc. In Fig. 2, the transposition
keys P(vr) = {2, 3, 1} and P(vc) = {3, 1, 6, 4, 2, 5}
are used to encrypt the matrix (c), in which one
row and one column dummy data are added, E00

indicates E(0), and Eri means ith E(r). Before
transferring the permuted matrix Rc to S2, S1 com-
presses it into a smaller matrix Rs by employing
the ciphertext packing technique packing(Rc, |ml|),
as shown in Algorithm 2, where |ml| is the bit
length of a mask and can be determined and pub-
lished by the MCS platform. (See an example on
how to choose |ml| in Section VI-B.) In Fig. 2,
the element in Rs is represented as Elslt

lilj
that packs

the underlying plaintext of Elilj and Elslt into one
(for ease of presentation, E00 and Eri are unified
as Elilj or Elslt ). Finally, S1 transfers the matrix Rs

and the column size col of Rc to S2.
Step-3: After receiving the matrix Rs, S2 decrypts all ele-

ments in Rs and recovers underlying plaintexts
of the elements in permuted Rc by the unpack-
ing function in Algorithm 2. Then, S2 tests if
the recovered plaintexts Plilj is 0, where Plilj =
rij(li − lj). If yes, S2 generates E(1) as the test
result, and E(0) otherwise. Next, S2 puts the test
result to the corresponding position in the per-
muted Rc. In Fig. 2, the matrix (f) contains the
recovered plaintexts Plilj , and the matrix (g) is the
tested Rc, where E0 and E1 represent E(0) and
E(1), respectively. Finally, S2 sends the tested Rc

back to S1.
Step-4: S1 receives the tested Rc and reverses it using

the transposition keys: P(vr) and P(vc). Then, S1
applies the decompression algorithm, as shown
in Algorithm 3, to generate an upper triangular
matrix that is depicted as matrix (i) in Fig. 2.
Next, S1 computes the encrypted frequency val-
ues for each item based on the upper triangular
matrix with Algorithm 4, which uses the additive
homomorphic property of the Paillier cryptosystem
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Fig. 2. Example for query response at cloud.

Algorithm 4 Frequency Counting
Input: A recovered upper triangular matrix filled with encrypted test

results, R; the row or column size of Ru, n.
Output: A set for collecting encrypted frequency values, E(frep(L)).

1: for i = 0→ n− 1 do
2: Efreq ← E(1)

3: for j = 0→ n− 1 do
4: if i > j then
5: current ← R[j][i]
6: else if i < j then
7: current ← R[i][j];
8: end if
9: Efreq ← Efreq· current

10: end for
11: E(frep(L)).append(Efreq)
12: end for
13: return E(frep(L))

and is visually represented by calculating the test
results on different color lines in the matrix (i).

Step-5: To date, S1 holds two data sets with the same size

E(L) = {E(l1), E(l2), · · · , E(ln)}
E

(
freq(L)

) = {
E

(
freq(l1)

)
, E

(
freq(l2)

)

· · · E
(
freq(ln)

)}

where freq(li) (1 ≤ i ≤ n) is the frequency value of
li. In order to hide the privacy of the query result
on which item in E(L) is the most frequent and
enhance the performance, before picking out the
most-frequent item, S1 adopts the order-preserving
merge function to merge E(li) and E(freq(li)) into
one ciphertext

E(pi) = fop
(
E

(
freq(li)

)
, E(li)

)

= E
(
a · freq(li)+ b · li + rci

)

in which pi can preserve the order relation of
freq(li), i.e., if freq(li) > freq(lj), pi > pj holds.
Then, S1 selects two merged data, for example,
E(p1) and E(p2), and chooses two random num-
bers r1, r2 ∈ {0, 1}α to calculate E(p̄1) and E(p̄2),
where

E(p̄1) = E(p1)
r1 · E(r2) = E(p1 · r1 + r2)

E(p̄2) = E(p2)
r1 · E(r2) = E(p2 · r1 + r2).

Next, S1 sends E(p̄1) and E(p̄2) to S2 for obtaining
the ciphertext that has the larger plaintext.

Step-6: Upon receiving E(p̄1) and E(p̄2) from S1, S2
decrypts them using the private key sk and
obtains two plaintexts: p̄1 and p̄2. Then, S2 com-
pares p̄1 and p̄2 and defines p̄k as the larger
one, i.e., p̄k = max(p̄1, p̄2). After that, S2 con-
ducts the self-blinding operation on E(p̄k), i.e.,
ck = selfBlind(E(p̄k)), and returns ck to S1. In
other words, the self-blinding operation will be
employed on the ciphertext who has the larger
underlying plaintext, seeing the example in Fig. 2.

Step-7: With the received ck, S1 recovers E(pk) by E(pk) =
(ck/[E(r2)])r1

−1
, where pk contains the larger

frequency value and the corresponding item. Since
the self-blinding property can transform a cipher-
text to another one without changing the corre-
sponding plaintext, S1 is unable to link ck to E(p̄1)

or E(p̄2).
After that, S1 constructs E(pj) by merging the unchecked
{E(freq(lj)), E(lj)} and compares it with the recovered E(pk).
Repeat steps-5–7, until all items in E(L) are compared. Totally,
there will be n−1 rounds, and the recovered ciphertext E(pk)

in the last round (gray background area in Fig. 2) will contain
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the largest frequency and its item. Note that if two or more
items in E(L) have the largest frequency value, the larger item
will be picked as the query result, which is guaranteed by the
order-preserving merge function. In order to securely return
E(pk) and the parameters {a, b} to the query user IDu, S1 first
generates the private key ku = H(IDu, s1) with authorized
s1 for the query user, then encrypts E(pk)||a||b with ku, i.e.,
Res = SE(E(pk)||a||b, ku). Eventually, S1 sends Res to the
query user IDu for responding the most-frequent item query.

5) Response Recovery at Query User: Upon receiving the
query response Res from S1, with the authorized private keys
{ku, sk}, the query user IDu can first recover E(pk)||a||b with
ku, then decrypt E(pk) with sk, i.e., pk = D(sk, E(pk)) =
a · freq(lk) + b · lk + rck. Finally, with a and b, the largest
frequency value freq(lmax) and the most-frequent item lmax
can be obtained as follows, where we let vk = pk mod a

freq(lmax) = pk − vk

a
; lmax = vk − (vk mod b)

b
. (2)

V. SECURITY ANALYSIS

In this section, we discuss the security properties of our
proposed most-frequent item query scheme. In particular, fol-
lowing our design goal, we will focus on how the proposed
scheme can achieve privacy preservation for workers’ personal
information and the query result against two noncollusive
cloud servers CS = {S1, S2}.

A. Workers’ Personal Information Is Privacy Preserving

In our scheme, the workers’ personal information refers to
their identities and locations, which are stored in the cloud.
Specifically, S1 stores the collected data, while S2 holds the
private key sk. In the following, we will show that the identity
and location information are kept secret from S1 and S2.

Identity Information Is Privacy Preserving: A worker’s
real identity IDi should be protected from S1 and S2. For
S1, it holds the collected data, i.e., 〈PIDij,eventType,

E(li),timeStamp〉, and it may attempt to infer the worker’s
real identity in two ways. First, S1 may use the pseudo-ID
PIDij to infer IDi, where PIDij = SE(IDi‖rj, s0). Since
S1 does not have the secret key s0, the security of the sym-
metric key encryption SE() ensures that S1 cannot recover
the real identity IDi from PIDij. Second, S1 may deduce
IDi using the remaining fields, i.e., eventType, E(li), and
timeStamp. Since E(li) is generated by the Paillier cryp-
tosystem, S1 cannot recover li without the private key sk. Thus,
S1 is unable to infer IDi using the location data. In this case,
S1 may infer IDi with eventType and timeStamp. That
is, if a worker uses one fixed pseudo-ID, S1 may learn work-
ers’ activity patterns from the accumulated eventType and
timeStamp, which can be used to infer the real identity
IDi [8]. Since a worker in our scheme will select a differ-
ent PIDij and change his/her identity at short intervals, S1
is unable to obtain the worker’s activity patterns. As a result,
S1 cannot infer the real identity IDi with eventType and
timeStamp. Hence, S1 has no idea about the worker’s real
identity.

For S2, since it cannot access the collected data, S2 learns
nothing about the worker’s identity. It is worth noting that there
is no collusion between S1 and S2. To sum up, the worker’s
identity information is privacy-preserving.

The Location Information Is Privacy-Preserving: The work-
ers’ location data {li}ni=1 and the linkage between locations
(i.e., whether two encrypted locations refer to the same
location) should be protected from S1 and S2.

For S1, it stores the encrypted location data {E(li)}ni=1 and
processes these data through the Paillier homomorphic opera-
tions. When conducting queries, S1 interacts with S2 to obtain
the encrypted results of location equality tests, i.e., E(1) or
E(0), between any two E(li) and E(lj), where the values {1, 0}
indicate whether these two encrypted locations refer to the
same location or not. Since these values are encrypted, and S1
does not have the private key sk, the security of the Paillier
cryptosystem guarantees that S1 cannot obtain the location data
and their linkage information.

For S2, as our scheme shows, it can use the authorized pri-
vate key sk to recover: 1) the underlying plaintexts Plilj of
elements in permuted Rc, where Plilj = rij(li − lj), i.e.,

⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

Pl1l2 = r12(l1 − l2)
· · · · · ·

Pl1ln = r1n(l1 − ln)

⎫⎬
⎭(n− 1)

Pl2l3 = r23(l2 − l3)
· · · · · ·

Pl2ln = r2n(l2 − ln)

⎫⎬
⎭(n− 2)

· · · · · · · · · · · ·
· · · · · · · · · · · ·

Pln−1ln = r(n−1)n(ln−1 − ln);
}
1

(3)

and 2) p̄i and p̄j in a comparison round, where
{

p̄i =
(
a · freq(li)+ b · li + rci

) · r1 + r2

p̄j =
(
a · freq(lj)+ b · lj + rcj

) · r1 + r2.
(4)

For the plaintexts Plilj , S2 can construct a system of equations,
as shown in (3). Obviously, there are n unknown locations
{li}ni=1 and ([n(n− 1)]/2) random numbers in the system.
Since the system only has ([n(n− 1)]/2) equations, S2 can-
not solve the system to obtain the location data {li}ni=1. For the
plaintexts p̄i and p̄j in each comparison round, S2 can construct
a system of equations, as shown in (4). Since the system has
at least four variables {rci, rcj, r1, r2} and only two equations,
S2 cannot solve this system to obtain the location data {li, lj}.
Besides, although S2 can determine whether rij(li − lj)

?= 0,
it has no idea about which two locations are the same when
the result is 0. As a result, S2 can neither recover the location
data nor infer the linkage information.

To sum up, the noncollusive S1 and S2 learn nothing about
the workers’ location data {li}ni=1 and their linkage information.
Thus, the location information is privacy preserving.

B. Query Result Is Privacy Preserving

In this section, we first show the content of the query result
(lmax, freq(lmax)) is privacy preserving. Then, we prove the
locations’ frequency values, which can be used to infer the
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query result, are privacy preserving. In addition, we demon-
strate the query result on which encrypted location E(li) in
E(L) is picked as the most frequent one is privacy preserving.

Content of the Query Result Is Privacy Preserving: In
response to the most-frequent location query, S1 can obtain
E(pk), where pk = a · freq(lmax) + b · lmax + rck, and S2 can
obtain the largest p̄k = pk · r1 + r2 in the last round. For S1,
it cannot even access pk from E(pk) without sk. For S2, pk is
also kept secret due to the existence of the random numbers,
r1 and r2. Additionally, in our scheme, S1 encrypts the query
response {E(pk), a, b} by the symmetric key encryption SE(),
i.e., Res = SE(E(pk)||a||b, ku), before transferring it to the
query user. Therefore, S2 cannot recover {E(pk), a, b} without
ku, which can prevent S2 from obtaining pk by the authorized
sk. Note that pk contains the query result (lmax, freq(lmax)).
Hence, in our scheme, the content of the query result is privacy
preserving.

Locations’ Frequency Values Are Privacy Preserving: Next,
we will show that the frequency values are privacy preserving
in our scheme.

For S1, it can obtain the encrypted test results and further use
them to homomorphically compute the encrypted frequency
values. As all of them are encrypted with the Paillier cryp-
tosystem, S1 is unable to know their underlying plaintexts
without sk. As a result, S1 has no idea about the locations’
frequency values.

As our scheme shows, S2 can know the equality test results
and recover p̄i and p̄j in comparison rounds [see details in (4)].
First, with the equality test results, if S2 can correctly put them
into the original positions in Ru, the server can easily count
the frequency values using the similar way in Algorithm 4.
However, before transferring Ru to S2, two techniques are
adopted: 1) adding dummies and 2) transposition cipher. If
we assume n is an even number and there are dr rows and
dc columns dummy data, the keyspace of the transposition
cipher will be ((n−1)+dr)!× (n/2+dc)!. Since the transpo-
sition cipher is applied to the Paillier ciphertexts, the existing
attacks for transposition cipher, such as the frequency analysis,
do not work in our scheme. As a result, S2 can only recover
the original matrix Ru with the probability Pr(S2), where

Pr(S2) =
{

1/[((n− 1)+ dr)!×
(n

2
+ dc

)
]!|n > 1, dr, dc ≥ 1

}
.

However, since each guessed Ru is equally likely, S2 cannot
verify whether the guessed Ru is correct or not. Thus, S2 is
unable to obtain the frequency values by counting the test
results. Second, S2 can recover p̄i and p̄j in comparison rounds.
Since our order-preserving merge function has the probabilistic
property, i.e., li = lj ⇒ pi �= pj, we have p̄i �= p̄j even if
li = lj, which prevents S2 from inferring the frequency values
by observing p̄i = p̄j. To sum up, the locations’ frequency
values are privacy preserving.

Query Result on Which E(li) in E(L) Is Picked as the
Most-Frequent One Is Privacy-Preserving: For S1, in the last
round, it knows the received ciphertext E(pk) that has the
largest frequency. However, S2 applies the self-blinding oper-
ation on the returned ciphertext before transferring it to S1.
Thus, S1 only knows the received ciphertext E(pk) has the

largest frequency but cannot link it to the encrypted loca-
tion data in E(L). For S2, it receives E(p̄i) and E(p̄j) from
S1 and can recover p̄i and p̄j using the authorized sk. In the
last round, S2 can even know the largest p̄k and the corre-
sponding E(p̄k). However, since E(p̄k) is generated in S1 by
E(p̄k) = E(pk)

r1 · E(r2), and there is no collusion between
these two servers, S2 cannot even link E(p̄k) to E(pk). Hence,
S2 cannot infer the query result on which encrypted location
in E(L) is the most frequent.

From the above analysis, we can see that in our scheme,
both the worker’s personal information and the query result are
privacy preserving, and we achieve our design goal in terms
of privacy preservation.

VI. PERFORMANCE EVALUATION

In this section, we evaluate the performance of our proposed
scheme. Specifically, on the worker side, we will compare our
location encoding algorithm SLE with geohash and Z-order
curve technique in computational costs. On the cloud side,
since we are the first to consider the security and privacy
of the most-frequent location query, the proposed scheme is
compared with the baseline scheme, which neither applies the
ciphertext packing technique nor the order-preserving merge
function, in terms of computational costs and communication
overhead. Besides, in order to facilitate the presentation and
discussion of the performance advantages of the ciphertext
packing technique and the order-preserving merge function,
we divide the process of the query response at the cloud into
two protocols: 1) frequency count protocol (from step-1 to
step-4) and 2) frequency comparison protocol (from step-5
to step-7). All of the experiments are conducted on an Intel
CORE i5-3317U CPU@1.70 GHz Windows Platform with
8-GB RAM.

Implementation: We implement all of the schemes, includ-
ing our proposed scheme and the alternative schemes, in Java.
For geohash, we directly use the package from the maven
repository [18], while the Z-order curve algorithm is an opti-
mized version of [19] that can support the codable range from
1 to 232.

Data Set: In our experiments, we adopt a real-world data
set from New York Motor Vehicle Collisions [20], denoted
as NYMVC. In particular, we first extract the fields of date,
longitude, and latitude in the data set. Then, we filter out
the missing-location items and the abnormal items, in which
the location data are beyond the scope of New York City.
Eventually, there are 792 288 items in our data set.

A. Computational Costs of Encoding Algorithms

In Fig. 3(a), we apply the encoding algorithm SLE, geo-
hash, and Z-order curve technique to encode the location
data in NYMVC and compare the total computational costs
varying the decimal places from 3 to 7. From the figure,
we can see, at all precision levels, our encoding algorithm
SLE outperforms the geohash significantly and the Z-order
curve technique slightly. However, when encoding the loca-
tion data, the Z-order curve technique adopts a table with 256
items to optimize the computational costs, which requires more
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(a) (b) (c) (d)

Fig. 3. Computational costs comparisons. (a) Total time cost for different encoding algorithms. (b) Average time cost of frequency count protocol. (c) Average
time cost of frequency comparison protocol. (d) Average time cost of query user (repeat 1000 times).

memory space than our algorithm. Hence, the SLE algorithm
has superiority in resource-constrained mobile devices over
geohash and the Z-order curve technique.

B. Computational Costs of the Cloud and Query User

In this section, we compare computational costs between our
proposed scheme and the baseline scheme varying the selected
data set size from 50 to 500. To simulate the real-world sce-
nario, we aggregate the location data in NYMVC by the date
(YY-MM-DD) field and generate 1715 subdata sets with the
size from 31 to 959. In the following evaluations, we will con-
duct our experiments on these subdata sets with different sizes.
For setting parameters, both in the proposed scheme and the
baseline scheme, we set the security parameter κ0 = 256, κ1 =
512. As shown in [21], a value in decimal degrees of 5 deci-
mal places is precise to about 1 m at the equator. Therefore,
it is reasonable to truncate the location data with the decimal
places dp = 5. Consequently, the encoded location data will
have the maximum bit length max(|l|) = 52(252 > 3.6×1015).
Also, we can choose the bit length of the mask |ml| = 256
as we would like to pack two plaintexts into one. Regarding
|a|, |b|, and |rc|, we let |a| = 128, |b| = 64, and |rc| = 32,
which can guarantee that 2|rc| >> 792, 288, |b| > |rc|, and
|a| > max(|l|)+ |b| = 52+ 64 = 116.

From Fig. 3(b), we can see that the frequency count protocol
in our proposed scheme has a lower average time cost than
that in the baseline scheme who does not apply the cipher-
text packing technique. The reason is that in the baseline
scheme, S2 needs to decrypt r×c ciphertexts for equality test,
where r is the row size, and c is the column size of the per-
muted matrix Rc. However, in the proposed scheme, S2 only
decrypts around ([r × c]/2) ciphertexts. Although S1 will take
extra computational costs in packing ciphertexts and S2 will
take some costs in unpacking, the experimental results show
that the ciphertext packing technique can improve the average
execution time by up to around 1.5×.

Fig. 3(c) illustrates the computational costs of frequency
comparison protocol in the proposed scheme and baseline
scheme. In our proposed scheme, with the order-preserving
merge function, S1 can merge E(li) and E(freq(li)) into one
while ensuring privacy. However, in the baseline scheme, S1
needs to transfer a pair 〈E(li), E(freq(li))〉 to S2, which means
S1 has to generate two pairs 〈r1, r2〉 and 〈r3, r4〉 to hide li

and freq(li), respectively, where r1 to r4 are random num-
bers. Also, S2 has to employ the self-blinding operation both
in E(li) and E(freq(li)) to break the link. Therefore, although
this function will take extra computational costs in merging
data, the proposed scheme can sharply reduce the average time
cost compared to that of the baseline scheme in frequency
comparison protocol.

Besides, if the order-preserving merge function is not
employed, S1 has to send two ciphertexts, E(lmax) and
E(freq(lmax)), to the query user. Consequently, in the baseline
scheme, the query user has to decrypt one more ciphertexts
instead of executing (2) in Section IV-B5. Fig. 3(d) shows the
time cost for recovering lmax and freq(lmax) on the query user
side, which indicates that the Paillier decryption is much more
expensive than calculating (2).

C. Communication Overhead

One of the novelties of our work is that we make use of
the ciphertext packing technique and order-preserving merge
function to achieve communication efficiency. Employing the
same parameters discussed in Section VI-B, we compare the
communication overhead of frequency count protocol and
frequency comparison protocol between the proposed scheme
and the baseline scheme. Fig. 4(a) plots the communication
overhead of frequency count protocol in both schemes with the
selected data set size varying from 50 to 500. From the fig-
ure, it is evident that the communication overhead of frequency
count protocol in the proposed scheme is halved by employ-
ing the ciphertext packing technique to compress the permuted
matrix Rc. In Fig. 4(b), we compare the communication over-
head of frequency comparison protocol. Since there are n− 1
rounds of interaction between S1 and S2, and a fixed number
of ciphertexts are sent per round, the communication over-
head in both schemes increases linearly with the selected data
set size. In the proposed scheme, S1 only needs to transfer
two ciphertexts to S2, while four ciphertexts are transferred
in the baseline scheme. Hence, the communication overhead
of frequency comparison protocol in the proposed scheme is
reduced to half by using the order-preserving merge function.

VII. RELATED WORK

Finding Frequent Items: In the realm of data mining,
finding frequent items, i.e., heavy hitters, can be defined
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(a) (b)

Fig. 4. Communication overhead comparisons between the proposed scheme
and the baseline scheme varying selected data set size. (a) Frequency count
protocol. (b) Frequency comparison protocol.

as identifying the items either with top-k frequency val-
ues or the values that occur more than a certain threshold.
Cormode and Muthukrishnan [22] presented methods for
dynamically determining the hot items in a relation. In the
scheme, a small data structure is maintained to monitor the
transactions on the relation. It can be used to return all hot
items without scanning the relation when finding frequent
items. In the survey [23], many schemes are investigated
in addressing the problem of finding frequent items. In the
study, the existing algorithms can be classified into three cate-
gories: 1) sampling-based; 2) counting-based; and 3) hashing-
based algorithm. Recently, Song et al. [24] proposed a novel
approach to find the top-k frequent items in a window of any
specified size within an upper bound, which are estimated by
the k items/groups with top aggregate values. However, all of
the above schemes only focus on improving the performance in
time and space and do not consider the security and privacy in
the outsourcing scenario. Although, in 2019, Wang et al. [10]
proposed a solution for finding the most-frequent values in a
privacy-preserving manner by using a local differential privacy
technique, it can neither output the accurate most-frequent
values nor fully preserve the privacy of query results.

Location Privacy in MCS: The location information plays
a critical role in the MCS system, and most of the MCS
applications require the workers to report tasks’ locations,
which is bound to expose the personal location information
of workers. Therefore, there are many researches [25]–[27]
for preserving the location privacy while providing necessary
services in the MCS system. The very popular solutions are
clocking [28] and adding dummy points. Pournajaf et al. [29]
exploited hiding the worker’s real location inside a cloaked
region, whereas Kido et al. [30] studied on transferring the
real location with false location data (dummies), which have
temporal consistency, to the service provider. Another solution
is to use k-anonymity to protect the worker’s real location
from k locations [31]–[33]. Although these schemes stud-
ied the k-anonymity technique in the LBS scenario, they
can be easily employed in the MCS scenario as well [26].
Recently, in the MCS system, using the differential privacy
technique to protect the location information has attracted a
lot of attention. Wang et al. [34] proposed a location privacy-
preserving scheme to protect workers’ location information in
the task allocation stage. In their solution, the reported loca-
tion is obfuscated under the guarantee of differential privacy.

Yan et al. [35] introduced the differential privacy technique
to preserve the location privacy for task selection in the MCS
system. Wang et al. [36] applied differential location privacy
to the sparse MCS. In this work, a probabilistic obfuscation
matrix, which satisfies ε-differential privacy, is generated to
obfuscate the real location to another one. However, the exist-
ing location protection schemes either lose the accuracy of
the original location or add noises to the reported location.
Therefore, they are unavailable for offering the accurate result
of the most-frequent location query in the MCS system.

VIII. CONCLUSION

In this article, we have proposed the first location privacy-
preserving scheme that can offer the accurate most-frequent
item query in the MCS system. The proposed scheme is char-
acterized by employing our pseudonymization mechanism,
location encoding algorithm SLE, transposition cipher, cipher-
text packing technique, and order-preserving merge function
to not only preserve the privacy but also ensure efficiency.
Security analysis shows that our proposed scheme is indeed
privacy-preserving under the defined security model. In addi-
tion, extensive performance experiments are conducted, and
the results indicate the proposed scheme is really efficient
in terms of computational costs and communication over-
head compared to the baseline scheme. In our future work,
we plan to evaluate our proposed scheme in a real platform,
also would like to extend our work to support efficient and
privacy-preserving top-k frequent items queries in MCS.
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